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ABSTRACT 

 



ABSTRACT 

 
Blockchain is a decentralized ledger that is used to securely trade digital currency, as well 

as to conduct and handle transactions. Banking systems can migrate from their current methods 

to a digital, immutable, and distributed ledger that Blockchain can provide. The necessity for 

collateral, the time necessary for settlements, currency denomination variations, third-party 

mediation, and other issues all complicate Loan transactions. Fraudsters are particularly 

interested in multi-step procedures that need human participation. Information may be 

transmitted in real-time with blockchain, and the ledger can only be altered with the agreement 

of all parties. This can help save time, money, and the potential for fraud. It's also less probable 

that a party won't be paid if the completion time is shortened. 

This project deals with the development of an online transaction application using Ganache 

and Metamask Wallet by the means of Ethereum as a digital currency. The Process of Web-

Enabled Loan Sanction Application using Smart Contract with Blockchain Technology 

comprises eight phases. In phase 1, a metamask wallet extension is created to add Ethereum. 

Phase 2 deals with collecting Ethereum (digital currency) in the form of tokens to activate 

metamask Wallet. Phase 3 involves the initialization of Ganache Software to show the transact 

from one account to another account using metamask wallet. In Phase 4, a linkage between 

Ganache software with metamask wallet is created. In Phase 5, a web application is designed 

using HTML, CSS, JAVASCRIPT, PHP, and MySQL to prevent fraudulent attacks on 

sanctioning of loans through the decentralized process. In phase 6, smart contracts are created 

using Solidity programming environment and are deployed in the backend, which runs on 

Ethereum simulator Ganache and Ropsten testnet. In Phase 7, in order to test the smart contract 

Remix IDE desktop application is used to validate the smart contract to ensure authentication 

security. In Phase 8, finally, a decentralized banking application is developed using Ethereum 

with the support of metamask chrome extension have been done efficiently using Blockchain 

Technology. 

Keywords: Banking, Blockchain, DApp, Ethereum, Ganache, Metamask, Ropsten, 

Solidity, Smart Contracts. 
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Chapter 1 

Blockchain 

1.1 Introduction 

 
Blockchain technology has built the backbone of a new sort of internet by allowing digital 

information to be distributed but not replicated. Consider a spreadsheet that has been copied 

thousands of times over a network of computers. 

This is due to frequent systemic Failures that detect human errors. Blockchain technology 

is the greatest solution for this issue. It is surprisingly common for an informal settlement 

mechanism like Swift to be on an isolated ledger from the payment settlement mechanism. If 

the banks use a ledger that stores information settlement distributed across all the participants, 

then the fraudulent user may reflect on all the available participants in the transactions, auditors, 

and regulators. 

 

 
Figure 1.1: Blockchain 

 
A blockchain is typically managed as a distributed ledger, as shown in 1.1, by a peer-to-

peer network collectively adhering to a protocol for inter-node communication and validating 

new blocks. Once recorded, the data in any given block cannot be changed retroactively without 

affecting all subsequent blocks, which requires network majority agreement. When a group of 

people share something, the distributed part comes into play. Consider how many legal 

documents should be used in this manner. Why can't all business documents be shared instead 

of transferred back and forth, instead of being passed to each other, losing track of versions, 
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and being out of sync with the other version? So many different types of legal contracts would 

be ideal. 

1.2 Structure 

 
Blockchains have the potential to increase trust in digital data. It is nearly impossible to 

remove or change information once it has been written into a blockchain database. 

Block: It is a collection of transactions recorded in a ledger over a specific time period. Every 

blockchain has a different block size, period, and triggering event. Not all blockchains' primary 

goal is to record and secure a record of their cryptocurrency's movement. 

Hash: A hash that connects one block to another by mathematically "chaining" them. This is 

one of the most difficult blockchain concepts to grasp. It's also the glue that holds blockchains 

together and enables them to create mathematical trust. 

Network: The network is made up of "complete nodes." Consider them to be the computer that 

is running an algorithm that is securing the network. Each node keeps a complete record of all 

transactions ever recorded in that blockchain. 

1.3  Main Characteristics 

 
Distributed: The term "distributed" refers to the fact that Blockchain may run on any computer 

provided by volunteers all over the world. Because there is no central database and no authority 

to track it, it cannot be shut down or hacked. Any digital transaction may take place directly 

between two parties, with no need for an intermediary. 

 
Encrypted: The days of firewalls are over; each block of the blockchain is extensively encrypted, 

using both public and private keys. Encryption aids in the security and preservation of each 

block's individuality. 

 
Inclusive: An international transaction taking place without the use of paperwork or legal 

channels. Satoshi, envisioned a streamlined payment verification mode that could be used on a 

mobile device without the requirement for legal documents. 
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Immutable: Once a transaction has been initiated, verified, and validated by others, it is added to 

the blockchain as a new block with a timestamp and linked to the previous block with a unique 

signature. It cannot be updated or altered and hence remains in the ledger indefinitely. 

 
Public: In some sense, blockchain is public in nature, as it can be viewed by anybody on the 

network. This makes transactions clear and open; no transactions are hidden. 

 
Historical: In some sense, blockchain is historical Someone can’t easily steal a block or bitcoin. 

this makes the transactions so clear and has been recorded historically. 

 
1.4 Consensus Model 

 
 

Blockchains are distributed systems that share a common state; the network must agree on the 

distributed ledger's content. As a result, each blockchain requires a consensus model. It guarantees 

that the following block in the chain has the sole version of the truth. The use of a consensus 

method allows the blockchain to circumvent the need for a central authority to keep track of all 

accounts. Consensus models must have some fundamental qualities to order to be useful in 

blockchain implementation. 

 
Aliveness: A consensus process ensures that all nodes involved finally produce a result. 

 
Consistency: If all nodes deliver the same valid output, a consensus process is considered safe. 

 
Fault Tolerance: If a consensus system can recover from a node 

failure, it is said to be fault-tolerant. 

Figure 1.2 depicts the level of security provided by bitcoin's data storage. The model becomes even 

more secure as a result of the consensus models. 
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Figure 1.2: Consensus 

1.4.1 Proof of Work 

 

This is the most widely used algorithm, which is employed by currencies like Bitcoin and 

Ethereum, each with its unique set of features. The performer with the most processing power 

is the one who will solve the aforementioned problem first the majority of the time. These 

characters are also known as miners. Its widespread success can be attributed to the following 

characteristics: 

• It is difficult to find a solution to the provided challenge. 

 
• When provided a solution to a problem, it is simple to confirm that it is right. 

 
• When a new block is mined, the miner is compensated with some cash (block reward, 

transaction fees), incentivizing him or her to continue mining. Other nodes verify the 

authenticity of the block in Proof of Work by ensuring that the hash of the block's data is less 

than a predefined value. 

1.4.2 Proof of Authority 

 
Proof of Authority (PoA) is an alternative consensus method that does not rely on nodes solving 

arbitrarily tough mathematical problems, but rather on a set of "authorities" . Nodes that are explicitly 

permitted to produce new blocks and protect the blockchain. The three basic factors that must be met 

in order for a validator to be formed are as follows: 
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• Identity must be formally validated on-chain, with the option of cross-checking the data in a publicly 

accessible domain. 

• Eligibility must be difficult to attain in order for the blocks obtained and valued to be validated. (For 

instance, potential validators must have a public notary license.) 

• The checks and methods for establishing authority must be completely uniform. 

 
1.4.3 Proof of Stake 

 
Proof of Stake eliminates the energy and processing power requirements of PoW and 

substitutes them with stake. Stake refers to the amount of cash that an performer is prepared to 

lock up for a certain period of time. In exchange, individuals receive a chance proportional to 

their share to be the next leader and pick the next block. Next and Blackcoin are two existent 

currencies that employ 100% PoS. The fundamental difficulty with PoS is the so-called 

"nothing-at-stake" dilemma. In the case of a fork, stakes are not disincentivized from staking 

in both chains, and the risk of double-spending increases. 
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Chapter 2 

Ethereum 

2.1 Introduction 

 
Ethereum is a blockchain-based distributed computing platform and operating system that 

is open source and public. It has smart contract (scripting) features. Through transaction-based 

state transitions, it supports a modified version of the Nakamoto consensus. 

Instead of mining for bitcoin, miners on the Ethereum blockchain labor to earn Ether, a 

form of crypto asset that powers the network. Ether is used by application developers to pay 

for transaction fees and services on the Ethereum network, in addition to being a tradeable coin. 

2.2 Terminologies 

 
2.2.1 Address 

 
The prefix "0x," a common identifier for hexadecimal, is concatenated with the rightmost 

20 bytes of the Keccak-256 hash (big endian) of the ECDSA public key to form Ethereum 

addresses. A byte in hexadecimal is represented by two digits, therefore addresses have 40 

hexadecimal digits. (For example, 0xb794F5eA0ba39494cE839613fffBA74279579268 from 

Poloniex.) 

2.2.2 Ethereum VM 

 
The Ethereum Virtual Machine focuses on providing security and allowing machines all 

around the world to execute untrusted programs. To be more particular, this project aims to 

combat DDoS attacks, which have grown increasingly widespread in the cryptocurrency 

industry. Furthermore, the EVM assures that programs do not have access to each other's state, 

guaranteeing that communication may take place without interruption. 

To put it another way, the Ethereum Virtual Machine is intended to serve as a runtime 

environment for Ethereum-based smart contracts. Smart contracts are highly popular these 

days, as most cryptocurrency aficionados are aware. On the Ethereum blockchain, this 

technology can be used to automatically complete transactions or perform specific operations. 

Smart contracts are expected to transform finance and other industries in the next years, 

according to many experts. 
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2.2.3 Gas 

 
The term "gas" refers to a special Ethereum unit. It estimates how much "work" an action 

or group of actions takes: for example, calculating a Keccak256 cryptographic hash will cost 

30 gas each time it is calculated, plus an additional 6 gas for every 256 bits of data hashed. 

Every transaction or contract on the Ethereum platform can conduct a fixed amount of 

operations, with operations requiring more computing resources costing more gas than 

operations requiring few computational resources. 

Gas is vital because it ensures that the right fee is paid by transactions submitted to the 

network. By requiring a transaction to pay for each operation it performs (or causes a contract 

to perform), we ensure that the network does not become clogged with work that isn't useful to 

anyone. This is different from the Bitcoin transaction fee, which is dependent only on the 

transaction's size in kilobytes. Because Ethereum enables the execution of arbitrarily 

complicated computer code, a little piece of code can accomplish a lot of computational effort. 

As a result, instead of establishing a price based on the length of a transaction or contract, it's 

critical to quantify the labor done immediately. 

2.2.4 Ether 

 
Ether is a key coin for Ethereum's operation, which includes a public distributed ledger for 

transactions. It's a unit of computation used in transactions and other state transitions, and it's 

used to pay for gas. 

2.3 Ethereum vs Bitcoin 

 
    Ether differs from Bitcoin in a number of ways: 

 
• Its block time is 14 to 15 seconds, compared to bitcoin's 10 minutes 

 
• Mining ether generates new coins at a generally stable rate, which may vary during hard forks, 

whereas mining bitcoin generates new coins at a rate that halves every four years. 

• It employs the Ethash algorithm for proof-of-work, reducing the advantage of specialist 

ASICs in mining. 
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• Transaction fees vary according to computational difficulty, bandwidth usage, and storage 

requirements (in a mechanism called as gas), whereas bitcoin transactions compete based on 

transaction size (in bytes). 

• The price of each Ethereum gas unit can be defined in a transaction. This is usually expressed 

in Gwei. Bitcoin transaction fees are often indicated in Satoshi’s per byte. 

• Transaction fees for ether are often much cheaper than those for Bitcoin. In December 2017, 

the median transaction fee for ether was $0.33, while the fee for bitcoin was $23. 

• Unlike Bitcoin's UTXO system, which is more similar to spending currency and receiving 

change in return, Ethereum employs an accounting system in which Wei values are debited 

from one account and credited to another. In terms of storage space, complexity, and 

security/anonymity, both methods offer advantages and disadvantages. 

2.4 Testnets 

 
Testnets are Ethereum blockchain replicas that are nearly identical to the Mainnet except 

that their Ether is worthless. There are three different types of testnets, as explained below. 

2.4.1 Public Test 

 
Everyone can use public testnets because they are connected to the internet. Anyone, 

including popular wallet interfaces like My Ether Wallet and MetaMask, can connect to them 

at any moment. 

Ropsten 

 
Ropsten was released in November of 2016. Its Ether can be mined in the same way that 

it can on the Mainnet. It's supported by both Geth and Parity, two separate versions of the 

Ethereum node software. Ropsten is mostly like the current Mainnet of the three testnets. 

Because its consensus process is PoW (i.e., it can be mined), its outcomes are similar to those 

of the Mainnet, making the simulation of transaction confirmations the most realistic. 

The current blockchain file size for Ropsten is roughly 9 GB. Ether can be mined or 

demanded on the Ropsten network using the Ropsten Faucet, a website dedicated solely to 

giving away free test Ether. Because Ether may be mined on Ropsten, it is vulnerable to spam 

attacks, which overload the network with worthless transactions. It's simple to produce this 

deluge if Ether is free and easy to obtain. In February 2017, attackers mined massive quantities 
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of Ether and continued to send overly large transactions through the network. Because 

Ethereum's block size limit is designed to be flexible and rise with demand, they were able to 

increase it to several billion units of gas from the previous 4 million. 

It's worth noting that Ropsten only differs from the Mainnet (where we all keep our "real" 

Ether) by agreement. Ropsten's Ether was worthless, and it is now. Ropsten has its own mining 

pools, software, and so forth, but we all agreed that its Ether has no value, thus it doesn't. Here, 

we see how the community's consensus defines the value of an asset – or, more precisely, the lack 

of value of this asset. 

Rinkeby 

 
Launched by the Ethereum team in April 2017, Rinkeby shares the benefits of Kovan with 

two small differences: it does not support Parity and only works with Geth, and it employs a 

slightly different PoA consensus process. Etherscan also supports Rinkeby: 

https://rinkeby.etherscan.io/ Rinkeby An authorised faucet can be used to request ether. 

2.4.2 Private Test 

 
A private test network is analogous of own personal blockchain, or own copy of 

Ethereum. When launching a private blockchain, a Genesis file must be created from which a 

tool like Geth may construct the new chain. This chain is then examined and interacted with 

using programmes such as Mist, MetaMask, MyEtherWallet, and others. 

 

 
Figure 2.1 Private Testnet 
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Private testnets are ideal for cooperation and controlled situations where mining and 

transaction confirmations must be simulated without exposing their network to the outside 

world and risking spam attacks. There is no cost to creating one, other than a small portion of 

the developer's computer's CPU and disc space being used while the testnet is active. When a 

private testnet has grown sufficiently, it can be made available to the public through the 

internet, where additional interested parties can join to it and enlarge it. This is ideal for 

experimentation, collaboration, cross-application interaction, and other uses. When running a 

private testnet, Ether may be mined on even the most basic computers, and some addresses can 

even have some Ether pre-mined for future usage during activation. 

2.4.3 TestRPC 

 
TestRpc is a NodeJS package that runs on a single machine and simulates the Ethereum 

network. It will generate many Ethereum addresses when it launches, each with some Ether 

already on it. Though a nice concept in theory, Testrpc frequently fails in practise due to faults, 

making for an especially stressful experience. In our experience, it's quicker and more 

dependable to simply establish a private testnet with all the bells and whistles of a true 

blockchain, as shown in figure 2.1, rather than bothering with Testrpc. 

2.5 Smart Contracts 

 
Smart contracts allows to exchange money, property, shares, or anything else of value in a 

transparent, conflict-free manner without the use of an intermediary or whatever is deposited 

into an account. More specifically, smart contracts (Figure 2.2) not only establish the rules and 

penalties around an agreement in the same way that traditional contracts do, but they also 

automatically enforce those responsibilities. 
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Figure 2.2: How Smart Contract Works 

 
Smart contracts can be used in a variety of contexts, including financial derivatives, 

insurance premiums, breach contracts, property law, credit enforcement, financial services, 

legal processes, and crowdfunding agreements. 

2.6 Ethereum Wallet 

 
A cryptocurrency wallet is a piece of software that maintains private and public keys and 

interacts with various blockchains to allow users to transfer and receive digital money while 

also monitoring their balance. 

 

 

 

 

 

 

 

 
Figure 2.3: Wallet 



Page | 14  

The Ethereum Wallet (Figure 2.3) provides a portal to decentralised apps on the Ethereum 

network. It enables to store and safeguard ether and other Ethereum-based crypto-assets, as 

well as design, implement, and use smart contracts. Millions of people use bitcoin wallets, but 

there is a lot of misinformation about how they work. Digital wallets, unlike traditional 

"pocket" wallets, do not store currency. In truth, currencies are not held in a single location or 

exist in any physical form whatsoever. All that exists are records of transactions kept on the 

blockchain. 
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Chapter 3 

 
  System Configuration 

 
3.1 HARDWARE REQUIREMENT 

 
RAM          :       4GB and Higher  

Processor    :        Intel i3  

  Disk            :        500GB 

 
3.2 SOFTWARE REQUIREMENT 

Operating System :  Windows10 

Front end             :            WEB3, HTML, CSS, JAVASCRIPT. 

Back end  :  REMIX IDE(Solidity), PHP, NODE.JS, Metamask, Ganache-Cli, 

 

 
3.3 ABOUT THE SOFTWARE 

 
3.3.1 Web 2.0 vs Web 3.0 

Table 3.1: Web 2.0 vs Web 3.0 

 

Areas Web 2.0 Web 3.0(DAPPS) Status 

Scalable computation 

 
  File storage  

 
  External Data  

 
  Monetization  

 
  Payments  

Amazon EC2 

 
  Amazon S3  

 
  3rd Party APIs  

 
 Ads,selling goods  

 
 Credit cards,Paypal  

Ethereum,Truebit 

 
 IPFS/Filecoin,storj  

 
  Oracles(Augur)  

 
  Token model  

 
 Ethereum,Bitcoin  

Inprogress 

 
 Inprogress  

 
 Inprogress  

 
  Ready  

 
  Ready  

 

 

Table 3.1 lists the tools used in centralized networks (Web 2.0), 

and decentralized networks (Web 3.0), and their current transition  

status. 
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a) Architecture of Ethereum 

 

The Architecture of Ethereum is shown in figure 3.1. The consensus layer is a protocol that describes 

the ledger format as well as a consensus function that can be used to determine which of the multiple 

candidate ledgers is the consensus ledger. The economic layer contributes to the creation of tokens that 

incentivize nodes to conduct computation and other particular functions. Blockchain services include the 

programs or codes that carry out the process. The interoperability layer contains exchange protocols that 

are responsible for sharing information between network nodes and utilizing exchanged messages. 

Browsers are used to access decentralized applications. 

 

Figure 3.1: Architecture of Ethereum 
 

 

3.3.2  Ethereum Client 

 

The Ethereum network is made up of Ethereum nodes that are linked together. Ethereum nodes send and receive 

blocks of data from their peers, as well as perform validation and mining. Decentralized apps communicate with 

Ethereum nodes in order to transmit transactions. Transactions can be used to transfer ethe or to  install or execute 

contracts. The Ethereum client reference implementation is available in a variety of languages, including 

C++ (eth), Python (pyethapp), and Golang (geth). There are also some third-party implementations available.
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a) Geth 

 
Geth is a Golang version of the Ethereum client (Fig. 3.2). It is a command-line utility. 

There are several commands in geth that are used to manage and run a full ethereum node. The 

general syntax of geth use is as follows: [options] command [command options] [args] Geth. 

 

 

 

 
Figure 3.2: Ethereum Client Architecture 
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3.3.3 Web Javascript API 
 

 

 

 

 

Figure 3.3: Web3J 

 

 
Decentralized applications must communicate with Ethereum nodes. There are several 

libraries available to make connecting to Ethereum nodes easier. Web3 JS as illustrated in figure 

3.3 is the javascript library. Ethereum clients support Javascript run time environment and web3 

API. Geth, in addition to the aforementioned APIs, also includes management APIs, which are 

used for maintaining and controlling nodes. (Web3 applications) can be interactive as well as 

non-interactive. Methods in web3 API and management API are classified as objects based on 

the functions they provide. Shorthand’s for APIs are also available. 

 

    Table 3.2: Web3 

 

Eth Ethereum blockchain-related methods 

Net Nodes network status 

Db Read/write in local db 

Version Version information of node connected 
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         Table 3.3: Management 

Admin Node Management 

Personal Account management 

Miner Miner Management 

 

As illustrated in figure 2, Web3 java script APIs serve as an interface between the front 

end of the decentralized application and its backend, which contains the smart contracts. 

Compilation with Web3 API only supported till Geth version 1.5.9. The function 

Web3.eth.compile.solidity(string,callbackfunc) is used to compile contracts. 

3.3.4 Frameworks 

 
a) Remix 

 
The remix is the browser-based development environment for Ethereum contracts as shown 

in figure 3 (correct number).It includes an integrated compiler and Solidity runtime 

environment. It provides a basic user interface for drafting and maintaining contracts. The 

compilation and deployment processes are not automated. Three ways to inject a blockchain 

into a browser are using a Javascript Virtual machine (JVM), connecting to a web3 provider, 

and using an injected web3 instance (like metamask). 

 

 
Figure 3.4 Remix IDE 
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b) Ethereum Simulators 

 
Ethereum simulators are open source tools used to test smart contracts during the 

development process. They build networks that are identical to Ethereum networks but are not 

linked to real-time Ethereum nodes. All executions take place in the simulator's sandbox. There 

is no mining involved here. As a result, it is a more efficient method of deploying and testing 

smart contracts throughout the development phase. 

 

i) Ganache 

 
Ganache is a personal blockchain engine and an ethereum emulator that is part of the truffle 

framework. Ganache is accessible in both command line and graphical user interface forms. 

Ganache CLI serves as an alternative for testRPC. Ganache CLI is used for tools and automation. 

Working, debugging, and configuring configurations are simplified in Ganache GUI. It includes 

a built-in block explorer for seeing information about newly produced blocks and transactions. 

 

 

 

 
Figure 3.5 GANACHE 

 

 
c) Metamask 

 

Metamask is a browser plugin that allows user to run Ethereum decentralized applications 

in browser without having to run a full Ethereum node. It injects web3 API into the Javascript 

context of every webpage, allowing decentralized applications to be read from the blockchain. It 

also allows users to create and manage their own identities, so that when a Dapp wishes to make a 

transaction and   write to blockchain,  the user receives a secure interface to examine the transaction 

before accepting or rejecting it. 
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Figure 3.6 METAMASK 

 

 
3.3.5 Solidity 

 
Smart contracts can be created in a variety of languages. It is possible to write it in serpentine, 

list, or solidity. The popular language for contract writing is Solidity. 

 

a) Variables 

 
Solidity is a static language, variable types are defined at build time. Some of the most common 

variable types include Booleans, integers, addresses, and fixed-size arrays. Combining many 

elementary types yields complex types. 

 

 

 
 

Address x = 0x123 ; 

uint128 a = 1; 
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b) Arrays 

 
Solidity can handle both storage and memory arrays. The size of a solidity array might be fixed or 

dynamic. Bytes and string data types are used in special arrays. For storage arrays, the element type is 

arbitrary; for memory arrays, it is not mapping. 

 

 

 
 

c) Structs 
 

In solidity, new types in the form of structs can be defined. Structs can contain all of 

the standard data type variables, as well as arrays and maps, but not members of their own type. 

 

 

 

d) Functions 
 

There are two types of functions in solidity: internal and external. Internal functions are those 

that can only be called within the current contract. Internal functions are default functions. 

Contract Simple { 

 
unit [ ] memory a = new uint [ ] ( 7 ) ; 

bytes memory b = newbytes ( len ) ; 

} 

c o n t r a c t SampleFunding{ 

 
s t r u c t Funder{ 

address addr ; 

uintamount ; 

 
} 

 
} 
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e) Mappings 

Mappings are defined using the syntax mapping(keytype =>valuetype). Any supported data 

type, including mapping and transformations, can be used as a Valuetype. A contract, struct, 

enum, dynamically sized array, and mapping are the only types that cannot be used as keytypes. 

Mappings are similar to a hash table in that each key corresponds to a value. 

 

 

 

 

f) Contract Deployment 

When it comes to implementing smart contracts on the Ethereum network, there are 

two components: 

• Bytecode 

 
• Abi Definition 

 
Bytecode is the binary that is deployed in the network. The application binary interface is 

a json file that contains information on the ethereum contract's public interfaces, such as events 

emitted and functions exposed by the contract. Both the deployment and invocation of contracts 

require Abi definitions. 

Function (<parameter types >) { i n t e r n a l | ex te r n a l } [ pure | constant | view | 

payable ][ r e t u r n s (<return types >)] 

c o n t r a c t MappingSample{ 

 
mapping ( address =>uint ) public balances ; 

function update ( uintnewBalance ) public { 

balances [msg .sender ] = newBalance ; 

} 

} 
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Chapter 4 

 
         Web-Enabled Loan Sanction Application 

 
4.1 Introduction 

 
Blockchain is a decentralized ledger used to securely exchange digital currency and carry 

out deals and transactions. The banking systems can update from their traditional methodologies 

to a digital, immutable, distributed ledger that can be implemented via Blockchain. Many factors 

complicate Loan transactions’ need for collateral, the time required for settlements, differences 

in currency denominations, third-party mediation, and more. Multi-step processes, especially ones 

that require human interaction, are prime targets for fraudsters. With blockchain, information can 

be shared in real-time, and the ledger can only be updated when all parties agree. This can reduce 

time, costs, and opportunities to commit fraud. This project deals with the development of an 

online transaction application using Ganache and Metamask Wallet by the means of Ethereum as 

a digital currency. 

4.2 MOTIVATION AND JUSTIFICATION 

 
In Today’s world, there are more fraudulent attacks on sanctioning loans day by day. Against 

these attacks the blockchain platforms establish a network and securely share details about 

transactions . This project is aimed to develop Web-enabled secured loan sanction application 

using smart contracts on blockchain technology. 

4.3 PROBLEM STATEMENT 

 
➢ A Blockchain based platform mitigates fraud by establishing a network and securely 

sharing details about transactions between institutions in real-time. 

➢ The system allows the institution to maintain the privacy of valuable customer data 

while automatically detecting any elements of fraud, small or large. 
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4.4 OBJECTIVE 

 
The main purpose is to build  the Ethereum blockchain which focuses on preventing such 

fraudulent attacks on sanctioning of Loans by decentralizing the processes. The security aspects 

concerning user identity authentication, bank official authentication, and multilevel 

verification of details are implemented by incorporating the notion of public key infrastructure 

(PKI). 

4.5 Methodology 
 

 

 
Figure 4.1 Purposed Methodology 

 

 

 
The entire methodology is divided into Eight phases namely, Creating a Metamask Wallet, 

Collecting Ethereum to Initialize Metamask, Initialization of Ganache Software, Collecting 

Ganache to Metamask Wallet, Designing a Web Application for sanctioning Loan to Prevent 

Fraudulent attack, Create Smart Contract using Solidity Language, Testing Solidity Coding in 

Remix IDE, Report of Transaction. 
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4.6 Implementation Approach 

 
The Ethereum simulator Ganache is used in this work and the testnet Ropsten is used to 

build, implement, and test the DApp. In this project, both approaches are explained with DApp 

UI demo screenshots. 

 

4.6.1 Phase 1: Create  Metamask Wallet 

 
➢ First, go to the Chrome Search and Search Metamask. Click on the MetaMask extension 

and install it. 

➢ After the installation, go to the Chrome menu and click the Add-ons button. Then, click 

Extensions and then MetaMask. 

➢ MetaMask will pop up and prompt user to sign in. If user doesn’t have an account, user 

can create one by clicking the Create account button. After that, user can sign in to 

MetaMask. 

 

 

 
 

 
Figure 4.2 Download Metamask 
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Figure 4.3 Add Extension 
 

 

 

 

 

 
 

 
Figure 4.4 Get started 
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Figure 4.5 Create/Import Account 
 

 

 

 

 

 

 

 

                           

 
Figure 4.6 Metamask Account 
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4.6.2 PHASE 2: Collecting Ethereum to Initialize Metamask 

 
➢ Collecting a Ethereum to initialize Meta mask by Ethereum token 

 
➢ user can easily buy Ethereum with a debit card or Apple Pay directly within MetaMask 

by clicking “Add funds”. user can request funds from a friend by sending them a 

payment request showing  QR code in person or by sharing public address. 

In this Metamask there are top 4 testnet for testing SMART CONTRACT 
 
 

 
Figure 4.7 Testnets 

 
In this project, we used Ropstentestnet for collecting ETH 

 
➢ The ROPSTEN TESTNET shows the latest blocks and latest transactions. 

 
➢ To get free Eth on the Ropsten testnet, we can use the official faucet. 

 
➢ Just paste Eth address and click Send me test Ether to get a free 0.3 Eth. 

➢ Ropsten Test Network 
 

➢ Kovan Test Network 
 

➢ Rinkeby Test Network 
 

➢ Goerli Test Network 
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             Figure 4.8 In Metamask click Ropsten testnet 
 

 

 

 

 
Figure 4.9 Click “BUY” 
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Figure 4.10 Click “GET ETHER” 
 

 

 

 

 

 

 

 

 

 
    Figure 4.11 Test Faucet 
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                                        Figure 4.12 Collection of Ether 

 

 

 
4.6.3 PHASE 3 : Initialization of GANACHE SOFTWARE 

 
➢ Ganache is used for setting up a personal Ethereum Blockchain for testing Solidity contracts. 

 
➢ Ganache is a personal blockchain for rapid Ethereum and Corda distributed application 

development. 

➢  user can use Ganache across the entire development cycle; enabling to develop, deploy, 

and test dapps(Decentralized Applications) in a safe and deterministic environment. 

 

 
Figure 4.13 Download Ganache 
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Figure 4.14 Workspaces 
 

 

 

 

 
Figure 4.15 QuickStart 
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4.6.4 PHASE 4: Connecting Ganache to Metamask wallet 

 
➢ Connecting Ganache to Metamask wallet is the Major role for making smart contract 

to deploy the contract and do transaction. 

➢ import Ganache account to Metamask wallet and do transactions. 

 
• Click on network and select custom RPC 

 
• Give any name and provide the Ganache RPC Http URL. 

 
•  This will connect Metamask to Ganache. Initially balance will be 0 ether to import 

ganache account. 

• Open accounts by clicking at top right corner of Metamask and select Import Account. 

 
• Its necessary to provide private key of account in Ganache. Open Ganache and click on 

Show Keys for any of accounts which will show account address and private key. Copy 

the private key and paste it in metamask. 

 

 
Figure 4.16 Add Network/Custom RPC 
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Figure 4.17 Provide URL 
 

 

 

 

 
Figure 4.18 Copy private key 
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Figure 4.19 Import Account 
 

 

 

 

 
Figure 4.20 Paste Private key 
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Figure 4.21 Connected Ganache to metamask 

 

 

 
4.6.5 PHASE 5: DESIGN A WEB APPLICATION FOR SANCTIONING LOAN 

 
➢ Designed a Responsive web application using PHP,JS, MYSQL,HTML, CSS, 

BOOTSTRAP, AJAX, ANGULAR JS, and then start the Apache HTTP server and 

MySQL using XAMPP. 

➢ In the application there are two logins 
 

USER LOGIN 

ADMIN LOGIN 

In USER LOGIN 
 

Loan application form is there so that users can apply for a loan with the eligible 

Age Criteria and get a public key with the terms and conditions. 

 

In ADMIN LOGIN 
 

 

• Generate Public key and private key of Customer signature using RSA(Rivest– 

Shamir–Adleman) with sha 1 Algorithm. 
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• The RSA algorithm is an asymmetric cryptography algorithm; this means that it uses 

a public key and a private key (i.e two different, mathematically linked keys). As their 

names suggest, a public key is shared publicly, while a private key is secret and must 

not be shared with anyone. 

 

 
• SHA-1 or Secure Hash Algorithm 1 is a cryptographic hash function which takes an 

input and produces a 160-bit (20-byte) hash value. This hash value is known as a 

message digest. This message digest is usually then rendered as a hexadecimal number 

which is 40 digits long. 

➢ In admin login, Register with the public key and login with username and password. 

 
➢ And then enter with private key to generate the signature and save sign so that signature 

will be stored in background  MySQL and then log out. 

➢  On the next page AUTHENTICATE Welcome page the user name is entered so that 

the “PUBLIC KEY OF USER and SIGNATURE OF THE USER” will be authenticated 

if the private key is wrong or someone is accessing with the wrong private key then it will 

be INVALID. 

➢ Next, the authenticator enters the loan details and signing the details by clicking the 

button GENERATE SIGN. After generating a signature then click the SANCTION 

LOAN that button takes to a REMIX IDE. 
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Figure 4.22 Designing Webpage 
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User Login 
 

 

 

 

Figure 4.23 Click user login 
 

 

 

 

 

Figure 4.24 Register/login page 
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Figure 4.25 Click buy loan 
 

 

 
 

 
Figure 4.26 Apply for Loan 
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Figure 4.27 Age criteria alert for applying loan 
 

 

 
 

 

Figure 4.28 “Get Public Key” by giving age 
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Figure 4.29 Applying loan 
 

 

 
 

 
Figure 4.30 Loan applied successfully 
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Figure 4.31 Data stored in MYSQL 

 

 

 
Generating Public Key/Private Key in NODE.JS 

 

 

 

 

 
Figure 4.32 Code to generate a public/private of signature using node.js 
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Figure 4.33 RSA Algorithm used to generate public/private key(SHA 1) Algorithm 

 

 

 
ADMIN LOGIN 

 

 

 

 

 

Figure 4.34 Click “Admin Login” 
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Figure 4.35 Register with public key 
 

 

 

 

 

 

 
Figure 4.36 Login page 
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Figure 4.37 User frontend page to generate signature 
 

 

 

 

 

 

 

 
 

 

Figure 4.38 Generate a signature by entering private key and save 
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Figure 4.39 Authentication of the user 
 

 

 

 

 
Figure 4.40 Public key &signature of the user authenticated successfully 
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Figure 4.41 Loan page 
 

 

 

 

 
Figure 4.42 Give loan details and give private key 
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Figure 4.43 Click “generate sign” and signature generates and click “sanction loan” 
 

 

 

 

 
Figure 4.44 The remix ide appears create a smart contract to compile and deploy 
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4.6.6 PHASE 6: Create a Smart contract using solidity 

 
➢ Solidity is an object-oriented, high-level programming language used to create smart 

contracts that automate transactions on the blockchain.. 

➢ Solidity is a curly-bracket language designed to target the Ethereum Virtual Machine 

(EVM). It is influenced by C++, Python and Javascript. 

➢ A smart Contract for sanctioning Loan is created 

 

 
Figure 4.45 Smart Contract using solidity code 

 
4.6.7 PHASE 7: TESTING SOLIDITY SMART CONTRACT IN REMIX IDE 

 
➢ Remix, more commonly known as Remix IDE, is an open-source Ethereum IDE can 

use to write, compile and debug Solidity code As such, Remix can be a hugely 

important tool in Web3 and dapps development. 

➢  The Smart Contract is Compiled and Deployed for Sanctioning a loan using web3 

provider, injected Web3 

➢ Both Injected Web3 and Web3 Provider require the use of an external tool.An external 

tool for Injected provider is Metamask. Some external tools used with Web3 provider 

are a Truffle Ganache-CLI, Hardhat node, or an Ethereum node itself. 
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WEB3 PROVIDER 

 

 

Figure 4.46 Compile the smart contract 
 

 

 
 

 
Figure 4.47 Linking the url of ganache with web3 provider 
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Figure 4.48 Deployed contract successfully 
 

 

 

 

 
Figure 4.49 Giving loan details 
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Figure 4.50 Set loan transaction 
 

 

 
 

 
Figure 4.51 Count loan 
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Figure 4.52 Get id 
 

 

 

 

 

 
 

 
Figure 4.53 Call getloan 
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Figure 4.54 Loan accounts 
 

 

 

 

 
Figure 4.55 Blocks are displayed in the ganache 
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Figure 4.56 Transactions in ganache 
 

INJECTED WEB3 
 

 

 

 

 

Figure 4.57 Compile the smart contract 
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Figure 4.58 Deploy a contract with inected web3 connecting metamask 
 

 

 
 

 
Figure 4.59 Contract deployed with the gasprice 
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Figure 4.60 Contract deployed successfully 
 

 

 
 

 
Figure 4.61 Set loan, count loan, get id, get loan, loan accounts 
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Figure 4.62 Viewetherscan outcome 

 

 

 
4.6.8 Phase 8: Report of the transaction 

 
This Report shows the transaction of WEB3 PROVIDER and INJECTED WEB3. 

 

 
Figure 4.63 Web3 provider outcome 
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Figure 4.64 Injected web3 outcome viewetherscan 



 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

CHAPTER 5 

                                                                            CONCLUSION 



 

   Chapter 5                             

Conclusion 

The Ethereum protocol, as the upgraded cryptocurrency, focuses not only on transactions 

and mining, but it also implements a nearly Turing-complete language on its blockchain, as well 

as a notable smart contract architecture. By merging the concept of decentralisation into web 

applications, Ethereum represented the beginning of the evolution from Web 2.0 to Web 3.0, 

the third generation of Internet-based services that collectively compose what could be called 

the intelligent web. 

The appropriate approach is not to alter the entire banking sector since blockchain is not 

a cure for all of the problems that the banking system is now facing. Having said that, blockchain 

is a perfect solution for ensuring data integrity and reducing fraud events. Regulators, payment 

processors, and auditors have real-time access to transactions in a private permissioned 

blockchain, making it much easier to detect any attempted fraud or attack. A blockchain-based 

technology reduces fraud by creating a network and securely communicating transaction details 

between institutions in real-time The solution enables institutions to protect vital client data 

while automatically recognizing any elements of a scam, major or little. 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 
 

Page | 65 



 

 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 

 

CHAPTER 6 

SCOPE FOR FUTURE ENHANCEMENT 
 



 

                         CHAPTER 6 

 
                                                       Scope For Future Enhancement 

 
The project has covered the objectives set for this work. But there is a lot of scope for 

future enhancements to this work. Further requirements and improvements can be easily done. 

The work can be Extended to explore all possible classification techniques available in 

software. Furthermore, banks' capacity to technologically react to the myriad new digital 

initiatives being implemented is currently restricting consumer experience in India. Banks may 

implement new digital solutions more easily, quickly, and cheaply by integrating a blockchain 

technology solution with existing legacy systems. 
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Chapter 8 

Appendix 

A.1 Backend : Solidity Code 

 
pragma solidity ^0.4.21; 

contract Owned { 

address owner; 

 
function Owned() public { 

owner = msg.sender; 

} 

 
modifier onlyOwner { 

require(msg.sender == owner); 

_; 

 
} 

 
} 

 
contract Loan is Owned { 

uintnextId = 0; 

struct Loan { 

string pkey; 

string fName; 

string lName; 

uint amt; 

 
string authkey; 
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string authsign; 

uint id; 

} 

 
mapping (uint => Loanee) Borrowers; 

string[] public LoanAccts; 

event LoanInfo( 

string pkey, 

string fName, 

string lName, 

string authkey, 

string authsign, 

uint amt 

 
); 

 
uint id; 

 
function getid() view public returns (uint) { 

return id; 

} 

 
function setLoan(string _address, string _fName, string _lName, uint _amt, string _authkey, 

string _authsign) public { 

var inst = Borrowers[nextId]; 

inst.pkey = _address; 

inst.fName = _fName; 

inst.lName = _lName; 
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inst.amt = _amt; 

inst.authkey = _authkey; 

inst.authsign = _authsign; 

LoanAccts.push(_address) - 1; 

 
LoanInfo(_address, _fName, _lName, _authkey, _authsign, _amt); 

id = nextId; 

inst.id = id; 

nextId++; 

} 

 
function getLoan(uint id) view public returns (string, string, string, uint, string, string) 

{return(Borrowers[id].pkey, Borrowers[id].fName, Borrowers[id].lName, Borrowers[id].amt, 

Borrowers[id].authkey, Borrowers[id].authsign); 

} 

 
function countLoan() view public returns (uint) { 

return LoanAccts.length; 

} 

 
} 

 

 

 

 

 
Node.Js Code 

 
const NodeRSA = require('node-rsa'); 

const key = new NodeRSA({ b:1024 }); 

let secret = "GAYATHRI S"; 



Page | 74  

var encryptedString = key.encrypt(secret,'base64'); 

console.log(encryptedString); 

var public_key = key.exportKey('public'); 

var private_key = key.exportKey('private'); 

console.log(public_key + '\n' + private_key); 

A.2 Frontend: Javascript Code 

 
<scriptlanguage="JavaScript"type="text/javascript"> 

varsignature="nothing"; 

functiongenerate() { 

varrsa=newRSAKey(); 

rsa.readPrivateKeyFromPEMString(document.getElementById("pkey").value); 

varhashAlg='sha1'; 

varhSig=rsa.sign('Loan sanction', hashAlg); 

signature=linebrk(hSig, 64); 

document.getElementById("hello").innerHTML=linebrk(hSig, 64); 

 
document.getElementById("ll").value=linebrk(hSig, 64); 

 
} 
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A.3 SCREENSHOTS 

 

 
Figure 8.1 Code for Public/Private key with RSA Algorithm 

 

 

 
 

 
                 Figure 8.2 Generating Public/Private key in webpage by using R 


